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Abstract

Recently, many individuals have been faced with a transfer of learning issue, surrounding the move from one 3-D CAD system to another. The purpose of this research was to test the hypothesis that, with minimal instruction, users can transfer their established high level modeling strategies between packages (thus preserving an important element of efficiency and effectiveness). This transfer will take place once they have mastered the basic syntax necessary to execute their strategies.

The results of the study clearly showed the initial conflict when there were syntactic differences between the software tools in executing a specific modeling strategy. There was also clear evidence as to the differences in effective strategy transfer when the move was between two constraint-based modelers versus a modeler that did not use a constraint-based modeling process and one that did. This study demonstrated clear differences between the transfer of syntactic and semantic level knowledge from one 3-D modeling system to another. The results of this study also have implications for the design of training and educational programs, pointing to the importance of delineating between software package-dependent and independent skills and knowledge.

Introduction

In the 1980’s and 1990’s, many educators and professionals in the field of engineering and technical graphics were faced with the movement from drafting-based production of engineering drawings to 2-D Computer-aided Design (CAD) systems (Arnold & Bessant, 1983). In the 1990’s there was considerable movement from 2-D CAD systems to 3-D modeling systems. A common concern centered on the organizational issues of moving from 2-D to 3-D CAD systems, including training issues (Klein, Hall & Laliberte, 1990). Currently, many companies are faced with a new training concern, this time surrounding the move from one 3-D CAD system to another. This concern has become particularly pronounced with the increased mobility of professionals and the emergence of more cost-effective (thus, more widespread) Windows-based modeling systems.

Studying the training issues of moving from one constraint-based 3-D modeling system to another will not only provide pragmatic help to industry managers, but also to educators trying to devise instructional strategies which better prepare students with a robust and flexible structural knowledge of constraint-based modeling systems. A number of educational researchers have actively looked at methodologies for comparing 3-D modeling programs as a means for devising instructional strategies (c.f., McQueen, Barr, Krueger & Traver, 2001; Sorby & Hamlin, 2001; Wiebe, 1999) There is an excellent chance that if students are using 3-D modeling software five years after graduation, it will be a different modeler and/or a different version than what they used in school. The goal is to better prepare students to be lifelong learners.

Transfer of Learning

The standard use of the term transfer of learning (often referred to as transfer of training in industrial settings) refers to the transfer of skills learned in the classroom to the workplace (Baldwin & Ford, 1988). Here, in this study, the term is used in a slightly different way. Instead of transfer
of 3-D modeling skills learned in the classroom to the workplace, it is the transfer of skills from one modeler in the classroom to another modeler used in this study. The hope is to be able to infer from this what a student might face if the second modeler was one being used on the job after graduation. In this experimental setting, other key factors involved in transfer are ignored (i.e., trainee characteristics, such as creativity and intelligence; and work-place characteristics, such as peer and supervisor support) and the focus is exclusively on the success of transfer of learned materials from one 3-D modeling system to another.

Transfer of learning is often thought of exclusively in terms of motor or psychomotor tasks, such as driving a car or playing baseball. In an information-based workplace, the cognitive aspects of learning take on increasing importance. Learning the operation of computer software almost exclusively involves the development of cognitive skills. The differences between cognitive and motor skills means that the rules governing the transfer of motor or psychomotor skills cannot be uniformly applied to the transfer of cognitive skills. Evaluating the effectiveness of computer software training involves, in part, understanding the development of a mental model, or schema, surrounding the software (Carroll & Olson, 1990). This mental model provides an underlying structure for both planning the next action and understanding the response of the system to a user action.

In understanding the transfer of skills from one computer program to another, classic transfer of training principles do hold for more habitual or routine tasks with the software. For example, if there is a routine command in Software A for which the same key-press or menu pick achieves the same result in Software B, then there will be a strong positive transfer of training. That is, thorough practice with Software A will actually impede mastery of B.

**Shneiderman's OAI model**

Understanding the impact of knowing Software A on learning Software B for tasks that are not habitual or routine becomes more difficult. One approach is to step back and first look at the larger task that the user is trying to achieve with the software tool. From this perspective, the impact of the mental model formed of Software A on the learning of Software B may be better understood.

Shneiderman (1998) has proposed a model of human-computer interaction, the Object-Action Interface (OAI) model, which provides a structure for understanding how users transfer real-world tasks to the computer interface of a software package. Part of this transfer process involves the translation of higher-level task strategies (the semantic level) into software specific commands (the syntactic level). Previous research has indicated that many of the most popular 3-D modeling packages all contain commands/tools that support the same higher level modeling strategies for modeling simple parts (Wiebe, 1999). In contrast, all of the packages have different interface elements, which create different syntaxes for achieving these higher-level goals.

This research is an initial look at methods that might be used to better understand the process of learning a new software package to perform a task previously performed on a package over which the user had some degree of mastery. More specifically, how successfully can the user take higher-level (semantic) task strategies developed using one 3-D modeler and apply them to a new 3-D modeling system? In the first part of the study, the transfer was between two constraint-based modelers that were semantically quite similar but syntactically different. In the second part, the transfer was between
modelers that were both semantically and syntactically different.

**Study Design**

The study had two separate parts. In the first part of the study, an upper level engineering graphics course in 3-D constraint-based modeling was used as the sample population. The constraint-based modeler used in this course was Pro/ENGINEER (Pro/E) v20. After 12 weeks of a 15 week course, students were asked to model the valve body shown in Figure 1. At this point in the semester, students had moved beyond simply memorizing commands in the software. They had committed to memory the basic, declarative knowledge concerning the location and function of basic commands and had brought these commands together into procedures to be used to solve modeling problems (Anderson, 1982). For this first part of the study, time for model completion was also recorded.

During the next class period after modeling the valve body in Pro/ENGINEER, it was announced that students would have an opportunity to try out a new constraint-based modeler, SolidWorks98Plus. In exchange for trying out the new modeler, they would receive a complementary T-shirt. Within a period of two weeks after the initial session modeling the valve body, seven students had a session with SolidWorks98Plus. It was confirmed at the session that they had never used or seen demonstrations of the software before.

When the students arrived for their session with SolidWorks, they were told that they would be modeling the valve body again. In addition, during this session, both their actions on the computer and any conversion would be recorded on videotape. This was done with a freestanding microphone and a scan converter connecting the computer monitor to a video recording deck.

The session was run as a ‘question-asking’ protocol (Kato, 1986; Mack & Robinson, 1992). That is, it was acknowledged that they had never used the software before, but they were to try—to the best of their ability—to figure out how to model the part in SolidWorks. At the same time, if they had any questions about how to use the software, they were to ask the investigator. The investigator, in turn, would only attempt to directly answer the questions raised by the students and not provide any additional instruction.

In the second part of the study, the process was repeated with another course that used a different modeler as their primary software. For this part of the study, an intermediate engineering graphics class was used as the sample population. This course used AutoCAD v13, a non-constraint-based modeler, as their primary modeling tool. After 10 weeks of a 15 week course, students in this class were asked to model the valve body shown in Figure 1. Time for completion data was not collected for these students. The second part of the study was conducted one semester after the first part was completed.

As with the first part of the study, during the next class period after modeling the valve body in AutoCAD, it was announced that students would have an opportunity to try out a new constraint-based modeler, SolidWorks98Plus. Seven students modeled the valve body again in SolidWorks, with six students producing usable data.

At the end of the SolidWorks sessions, the videotaped recordings were transcribed in a video logging software. A preliminary review
Within each feature section, the following information was recorded:
- Total time for completion
- Feature name
- Relevant dialogue by the student and investigator
- Any key actions not captured by the dialogue

Once completed, the videotape transcriptions were entered into a text analysis package, NUD*IST. In this software, the dialogue

of the tapes from the first part of the study revealed that all seven students’ models could be broken down into the same common set of features used to model the part in Pro/E (how the modeling strategies differed for the second part of the study is discussed in later parts of the paper). These features are shown in Figure 2. The videotape transcriptions for both parts of the study were initially organized by the features shown in Figure 2 in the order in which the student created them.

Figure 2 Feature Operations
was further coded based on a hierarchical organizing scheme. This scheme was developed through an iterative process of reviewing and analyzing the dialogue and by the overarching structure provided by the theory presented in the introduction. The highest organizing level of the coding scheme consisted of four categories:

- **Operation.** The feature operation they were working on.

- **Strategy.** Utterances by the students indicating a higher level plan of action (e.g., “I think I’ll try and create this [the boss] now”).

- **Interface Search.** Questions concerning where to find a command that performed a certain type of action, how to use a particular command, or a query about the result of an action (e.g., “How do I create a new datum plane?”).

- **Errors.** Questions or comments concerning an unexpected or confusing result of a previous action. It could also be recognition of an error in strategy (e.g., “Why did I get this error when I tried to pattern [the tab features]?”). Errors that did not result in dialogue were noted in bracketed text.

### Results - Part 1

#### Total modeling time

Figure 3 shows the modeling time taken to model the valve body in Pro/E and SolidWorks by the students in part 1. The time recording began when the introduction was finished and stopped after the last feature operation was completed. The general trend indicates longer modeling time in Pro/E ($M = 77.5$ min, $S.D. = 34.1$) than in SolidWorks ($M = 35.7$, $S.D. = 4.6$).

#### Operation sequences

![Figure 3: Part 1 total modeling time](image)
Although not enough students were tested to be able to generate statistics based on probabilities, descriptive statistics do give an idea concerning some of the trends that emerged when examining the sequence of model feature operations used to create the valve body in both Pro/E and SolidWorks. The scatter plot shown in Figure 4 indicates that there were no clear trends concerning the number of operations used by any individual student or by the student group as a whole across software packages. The number of feature operations used in Pro/E ranged from 10 to 15 while the number of operations used in SolidWorks ranged from 11 to 15. The lines connecting points indicate the change in the number of operations for each student between packages. One student used the same number of operations while four used more operations in SolidWorks and two used fewer operations in SolidWorks.

There were no overall feature sequence trends recognizable which spanned the entire modeling process. Though all students (with both packages) started with prot-base (see Figure 2), there was no trend for the second operation. There was also no consistency either within students (across packages) or across students (within a package) as to whether they combined cut-base-hole with prot-base by including a second profile loop. Two students combined them with Pro/E and two with SolidWorks, but no student did it with both packages. Concerning the combining prot-tab with cut-tab-hole, four students did this with Pro/E and three with SolidWorks with three out of the four doing it with both packages. What was also seen were local trends of pairs of operations. Boss-cbore-in and boss-cbore-out were paired together in 13 out of 14 instances (7 students x 2 packages). In creating the bosses, boss-front was always done before boss-back (14 out of 14 instances), though boss-back was not always the next operation. Similarly, when a feature or group of features was to be patterned or copied, this typically happened directly after the initial feature was created. This happened 13 out of 14 instances for pat-tab-hole, in 13 out of 14 instances for copying the tabs from the top to the bottom of the body, and in 14 out of 14 instances for pat-boss-hole.

The actual geometry created by the feature operations was very consistent between both packages (and within students) and between students. Where the geometry represented in Figure 2 did vary, it tended to be from:
- Whether the hole in the base and in the tab were combined into the protrusions or done as separate cut/hole operations.
- Whether copying the tabs from the top to the bottom of the base was done with a pattern, general copy, or mirror copy command.

In addition, where the model features were created relative to datums also varied. For example, though all students created the initial base protrusion so its central axis intersected with two out of the three initial datums, in some cases the third datum was located at a flat end of the cylinder while at other times was located bisecting the cylinder. Whether any datums were created after the initial three depended, in part, on when the base protrusion was cut out. If this was done early in the modeling process, then
datums had to be located at the flat faces of the two bosses with the bosses extruded back to the surface of the base. If the base cut came after the bosses, then the bosses could be extruded from the center of the base.

**Transcribed dialogue**

The transcribed question-asking protocol provided considerable qualitative information. Three categories by which statements were categorized were Strategy, Interface Search, and Errors (See definitions in the previous section). A total of 551 transcribed statements fell under these categories. It should be noted that for Strategy, these were typically singular statements made by the students, while dialogue under Interface Search almost exclusively came in dyads: a question by the student and a response by the investigator. The Error category was a mixture, since some dialogue was simply statements of error while others asked questions that received answers from the investigator.

Within the category of Strategy, coding subcategories were defined as following:
- Viewing
- Feature Choice
- Sketch Plane Creation
- Sketch Plane Selection
- Sketch Creation
- Sweep Definition
- Other Selection

These categories are parsimonious with the generic modeling strategy outlined in Wiebe (1999). The most common statements fell under the category of Feature Choice (30) followed by Sketch Plane Selection (22) and Sketch Plane Creation (13). Only six statements were coded under Sketch Creation with all of these statements generated by just two of the students.

Below are examples of different kinds of strategy statements:

**Feature Choice**

BW: “So now I’m interested in mirroring the whole bunch [of tabs] down....”

**Sketch Plane Selection**

GP: “What datum could I use....Oh I could use that one [Datum 1] coming from that [back] side...”

**Sketch Plane Creation**

SS: “Wait, I just remembered the other time [in Pro/E] I did this, I set a plane out here [outside of prot-base].”

The most common Interface Search statement was Operation Specification (72), with Geometric Constraint (44), View/Show (44), and Select Feature (41) all about equal in the next level. Datum Creation (8) was only coded for two students, while Feature Delete (8) and Draw (6) was only coded for three students.

Below are examples of different kinds of Interface Search statements:

**Operation Specification**

LC: “How do I know if it is going to extrude both sides?

Investigator: [explains selection in dialogue box]

**Geometric Constraint**

AM: “Will the new circle I draw be centered with the circle [prot-boss-front]?

Investigator: [Explains how to interpret dynamic icons on cursor that change as you pass over geometry]

**Select Feature**

BW: “Did it assume that I wanted that plane [to create the sketch on]?

Investigator: It was already highlighted when you picked the sketch tool.

The most common Error statement was Feature Operation (58) with Sweep Direction (24) a distant second. These were followed by Sketch Location (17). Only one student did not have at least one Sketch Location error. Only four of the seven students had
Modification-Sketch errors (16).

Below are examples of different kinds of strategy statements:

**Operation Specification**
MC: [gets error message after trying to copy]
“How do I find the direction that the copy is made in?...Ahh, I need to give it a face [sic] to go to just like I used a face [sic] to go around before [when I did a radial pattern]”
Investigator: “Pick an axis to give a vector for the direction.”

**Sweep Direction**
GP: [gets error about disjoint body] “Do you know what this means?”
Investigator: “You probably extruded in the wrong direction.”

**Sketch Location**
GP: “Oh, I’m on the wrong datum....I’m going to make a datum out here [at outside surface of the front boss] and extrude back to the surface [of the base]”

Error codes were also searched for in conjunction with other codes to try and find commonalities between errors and particular activities. For example, the Operation Specification error code was intersected with the pat-tab feature operation indicating that five out of seven students had errors in specifying this operation. A sample of the type of problem they were having is given above in the Operation Specification example. Of these five, four tried this pattern operation before they tried pat-boss-hole. The fifth student had errors on both pat-boss and pat-tab. Of the two students who didn’t have errors on pat-tab, one did pat-boss-hole first and had errors with it. The copy-tab operation also coincided with specification errors for three students. This operation was most commonly done with a circular pattern command. No other cut or protrusion operation coincided with an error in more than one student.

The Sketch Location error code also coincided with the prot-boss-front operation for three of the seven students. An example of this dialogue:
BW: “Here I might be in trouble for drawing the boss...”
Investigator: “The reason being...”
BW: I don’t have a datum plane [I can use]...”

On the other hand, there were no instances of Sketch Location errors coinciding with prot-boss-back even though it is a very similar feature. It is interesting to note that all students created prot-boss-front before prot-boss-back.

**Results - Part 2**

**Total modeling time**
The right side of Figure 3 shows the modeling time taken to model the valve body in SolidWorks by those students who originally modeled it in AutoCAD (the AutoCAD modeling time was not available). The time recording began when the introduction was finished and stopped after the last feature operation was completed. The general trend indicates longer SolidWorks modeling time for the AutoCAD-first students (M = 48.2 min, S.D. = 6.5) than for the Pro/E-first students from part 1 of the study (M = 35.7, S.D. = 4.6).

**Operation sequences**
The number of feature operations used by the AutoCAD-first students were similar to the number of operations done by the Part 1 study participants, ranging from 8 to 14. Again there were no clear trends as to which order they performed their modeling operations nor were there any clear comparisons to how the Part 1 study participants ordered their operations.

There were, however, a number of novel approaches to modeling the valve body that did not fully capture the generic feature definitions represented in Figure 2. In some
cases, students tried to model all three tabs as a single feature by laying out construction geometry and arraying within the sketch. These efforts were often not successful and were then revised to just model a single tab at a time. In another case, a student created the top and bottom tabs together and then cut the space out between them. In summary, there were a number of examples of attempts to create, in a single sketch, the geometry contained in more than one of the generic features shown in Figure 2. In the case where these profiles were to apply different Boolean operations and/or sweep different distances or directions, the student would not succeed in creating the geometry they were envisioning. An example of this is seen in Figure 5.

**Transcribed dialogue**

The dialogue of the AutoCAD-first students was transcribed using the same coding scheme as used with the Pro/E-first students. A total of 684 statements were made for the three categories of Strategy, Interface Search, and Errors. This amounted to 114 statements per student (for 6 students) compared to 79 statements per student (for 7 students) for the Pro/E-first students.

Within the category of Strategy, the most common statements fell under the category of Feature Choice (141) followed by Sweep Definition (62). Sketch Creation (Drawing subcategory) and Sketch Plane Selection were close with 42 and 45 statements, respectively. Viewing (4), Sketch Creation (Dimension Modification subcategory) (8), and Sketch Plane Creation (10) were the least common. The Feature Choice and Sketch Plane selection statements were similar to those found in the first part of the study. Below are examples of the other two types:

**Sweep Definition**

JL: “It knows that I want to extrude the circle, right?”

**Sketch Creation**

(Drawing subcategory)

JM: “To create a circle of 1.4, how would I do this?”

![Figure 5 Grouping of multiple feature profiles](image-url)
The most common Interface Search statement was Operation Specification (65), with Select Feature (35), Draw (31), and Datum Creation (27) all at the next level. Least common were Modify (2) and Feature Delete (0). View/Show was at 8 statements while Pattern/Copy and Geometric Constraint were both at 9 statements. Below are some example statements:

**Draw**

GM: "Will we have basic line commands like circles?"

**Datum Creation**

JL: “How do I locate the plane here [on the end of the boss]? Can I just move it [the existing datum]?"

The most common Error statement was Feature Operation (31) with Modification-Sketch (30) and Sketch Location (24) both close. The least common were Operation Type (4), Feature Selection (3), and Feature Delete (0). Below is an example error:

**Modification-Sketch**

JR: [draws all three circles for prot-boss-front cut-boss-hole and cut-boss-cbore]

Investigator: [explains that you can’t segregate lines in a single sketch for different operations].

**Discussion**

The goal of this study was two-fold: first, to demonstrate research techniques which have not been widely used in the development of instructional materials in engineering and technical graphics; and secondly, to look specifically at issues pertaining to transfer of learning between 3-D modeling systems. In this study, a "question-asking" protocol was used as a vehicle to get students to reveal elements of their knowledge. Using Shneiderman’s (1998) OAI model, this knowledge was roughly divided into two areas: specific, syntactic knowledge of the interface of 3-D modelers and more general, semantic knowledge of modeling. Using the "question-asking" protocol, the investigator was able to elicit information from the students that helped elaborate on their syntactic and semantic knowledge of 3-D modeling. In addition, information on modeling time and information on the number and types of statements made by the students provided information which could be used to compare student experiences.

The results of the study clearly show that students were able to transfer knowledge which they learned from working on Pro/E for most of a semester and use it to create a model in SolidWorks. Using Schumacher & Czerwinski’s (1992) definition, the student’s understanding of 3-D constraint-based modeling was clearly moving towards the "expert" end of the spectrum by the point in the semester that this study was run. Understanding of Pro/E went beyond memorization of surface features (e.g., color/shape of an icon or location of a command) of the software. The student’s understanding had enough depth to be able to generalize about the functionality of the system and how it might be used to fulfill task goals. This abstracted knowledge clearly revealed itself when the students sat down and used SolidWorks for the first time.

It seemed as though the AutoCAD-first students were less successful at transferring their modeling strategies to SolidWorks. The modeler in AutoCAD was not constraint-based and did not have a defined feature-based modeling structure that clearly segregated 2-D geometry into separate feature sketches. In addition, management of the reference (sketch) planes was handled in a distinctly different manner. These interface differences most likely impacted the ability to transfer skills and strategies from AutoCAD to modeling the part in SolidWorks.

Though it is important not to read too much into the total modeling time results, it is clear that a combination of factors allowed students to model the valve body more quickly on SolidWorks than in Pro/E. Likely factors include:
- positive transfer of learning of modeling knowledge
- the general usability of the SolidWorks interface compared to Pro/E
- the ability to have one-to-one support of the investigator when modeling in SolidWorks

Addressing the first point, it is likely that there was positive transfer of a general strategy as to how to model the part. Very few utterances by the students were asking for support as to how to model the part. The statements on Strategy and questions concerning Interface Search clearly indicated they had a plan of action in mind. This plan of action was quite parsimonious with the generic modeling strategy proposed by Wiebe (1999) and applicable to both Pro/E and SolidWorks. This generic modeling strategy served as a robust structure for coding the modeling strategies, the questions concerning commands on the interface, and errors that they might have committed. The breakdown of the geometry into features showed a high degree of similarity between the parts modeled in Pro/E and those modeled in SolidWorks. In addition, although there was no discernible overall sequence of modeled features, more local feature operation sequences revealed themselves in similar patterns in both modeling software packages.

The AutoCAD-first group was faster on SolidWorks than the first group was on Pro/E, but not as fast as the first group was on SolidWorks. This difference could be explained by the same factors listed above. While this group had the advantages of the second two factors (usability of SolidWorks compared to Pro/E and one-to-one support), they did not have as effective positive transfer of learning. The less effective transfer is worth delineating.

Though a more general modeling strategy could be carried between AutoCAD and SolidWorks, there was a clear learning curve for mastering both the low level commands and the basic feature-generation process. That is, as opposed to Pro/E and SolidWorks, AutoCAD did not adhere to the generic modeling scheme outlined in Wiebe (1999). Though in AutoCAD, the basic modeling elements of defining a profile on a 2-D plane and sweeping it using a feature operation was the same, there was a clear difference in how this was carried out in SolidWorks. None of the students were able to create the first feature without being instructed that you first create a constrained sketched profile and then chose a feature operation to match it.

The constraint-based sketch creation process was quite foreign to the AutoCAD students with a considerable number of them having questions about how to "input coordinates" for locating geometry and confusion over how the implicit geometric constraints interacted with the sketching operations. This revealed itself in the number of Interface Search questions concerning the Drawing (Sketching) (31 for AutoCAD; 6 for Pro/E), and the lack of Interface Search questions related to Geometric Constraints (9 for AutoCAD; 44 for Pro/E). It also revealed itself in the number of Error statements related to Modification-Sketch (30 for AutoCAD; 16 for Pro/E). These errors were also associated with a lack of understanding for the need to segregate the sketch geometry so that only that geometry associated with a single feature sweep was in a sketch profile. Further errors in Sketch Location and Feature Operation (e.g., sweep direction) were induced by a lack of awareness of how alternating between orthographic and pictorial viewpoints could help the student locate and troubleshoot these issues (8 View/Show Interface questions for AutoCAD versus 44 for Pro/E). It is possible that some elements in the AutoCAD interface may discourage this fluidity with viewing commands.

There were clear syntactic differences between all three modelers. Unlike the other two modelers, SolidWorks clustered most of the feature operation specifications (e.g., direction of sweep, depth of sweep, etc.) in a single dialogue box. In AutoCAD, the modeling process was dominated by a combination of
icons and a command-line interface at the bottom of the window. Also, there were a number of cases where tasks were automated, implied, or not needed to be completed in SolidWorks, while in Pro/E they were explicitly required to complete a particular task. For example, in SolidWorks the automatic updating of a sketch profile when a dimensional constraint was modified caught some students off guard initially. The manual regeneration command in SolidWorks behaved quite differently than the equivalent command in Pro/E, and when some students attempted to use it, they were popped out of the sketcher, creating new problems. In AutoCAD, there was no 'regeneration' since all geometry was created at its final size. Similarly, when using the patterning command in SolidWorks, students were often initially at a loss when using a dialogue box rather than being stepped through a series of parameter definitions as they were in Pro/E. Some did not initially specify an axis for radial patterning and were given an error message when they tried to complete the operation. At the same time, it usually did not take more than one try at a command before the new syntax could be integrated into their higher-level modeling strategy. In all but one case, if a student made an error the first time with the pattern command, they did not the second time through. Though students in the first study all needed help on creating prot-base (the first feature for all), they rarely created errors in the basic mechanics of creating further protrusions and cuts using simple circular profiles. In another example, a clear negative transfer of learning example from the first part of the study was the fact that a two sided sweep did not, by default, go an equal distance on both sides of the sketch plane as it did in Pro/E.

Though a majority of the errors committed were associated with learning the syntax of the new modeler, there were also still some higher level strategy errors being made. Even though the students had previously modeled this part less than two weeks prior to the session with SolidWorks, there were still strategy errors in feature operation sequence and feature sketch plane placement being made. An example of this was planning how the bosses were to be made based on whether cut-base-hole was already performed. Though it was not possible to evaluate whether similar strategy errors were made in Pro/E, they did occur in SolidWorks the second time modeling the part. It could be that the effort of learning a new software package drained resources from developing a long range modeling strategy. AutoCAD students seemed to be additionally hampered by the lack of knowledge of how additional datum (sketch) planes could be created or how planar surfaces could be used to define sketch planes. This may have limited the students’ ability to think more creatively as to possible feature operation sequences.

The results of this study can provide some guidance when developing appropriate instructional strategies for teaching 3-D constraint-based modeling. This study gives some insight into how easy it can be to transfer higher level modeling strategies between software packages. Although there were obvious hurdles to overcome in learning a new interface, with a solid strategic structure in place, this new syntax seemed to be readily absorbed into the task strategy. These lessons not only hold for students as they move out into the workplace, but they also allow them to apply knowledge they have acquired in class to other classes and to the same class later in the semester.

There is support from other researchers that an educational model for such a course should make use of an instructional strategy which maps well to specific syntaxes of specific software tools, but can also be generalized easily to other packages (Waern, 1993). This may argue for less depth in learning absolutely every command available in a particular package (i.e., "knowing it cold"), and promoting more breadth spanning software packages (even if you are not teaching them all specifically) by developing educational models that emphasize a higher level understanding of the commonalties between systems. This higher level understanding will still come in the con-
text of direct, hands-on practice with a modeling package. It is here that the student can test the hypotheses generated from his or her mental model and revise the model as appropriate. The results of this study also indicate that this learning transfers better between constraint-based modelers than it does between the newer generation of constraint-based modelers and older, non-constraint-based systems. Given the clear trend toward constraint-based systems, this may not be of primary concern.

Less time spent on learning all of the specific syntax of a software package can also mean more time spent on activities that emphasize problem solving and design using constraint-based modeling. As students get to know the basic functionality of the constraint-based modeler, it is errors in higher level strategy that tend to cause a larger proportion of the problems. Exercises which reward higher level thinking rather than encyclopedic knowledge of a specific software tool will be of longer term utility to the student. Putting these exercises in the context of constraint-based modeling will also allow the students to further develop appropriate mappings of engineering and design tasks to the generic capabilities of constraint-based modeling.

Further Work

 Though this study certainly pointed to the utility of many of the research techniques used, it also points to the weakness of their particular application here. For example, more detailed coding was needed of the Interface Search questions, especially understanding the different types of operation specification problems students were having. This may lead to a finer understanding of the transfer of training issues involved in moving between packages. Also, a better understanding is needed of the relationship of the Strategy statements and the Interface Search questions. In many cases the Strategy statements either were located sequentially with Interface Search questions or overlapped them. One possibility is merging of Strategy with Interface Search codes and seeing what patterns emerge.

With more subjects, tests can be run to calculate the statistical probabilities of local sequences of operations. With just seven or six students, certain patterns seem to be emerging but could not be rigorously evaluated. First order Markov chain analyses can test for occurrences of one operation directly after another, while lag sequential analyses can be used to see the probabilities of an operation occurring two or more steps before or after another one (e.g. van Hooff, 1982). A better understanding of sequences of operations can help explain strategies students (or professionals) apply in developing a model.

One logical way in which this work could be expanded is to look at different combinations of software packages in order to see if the same syntax issues emerge. Similarly, the same software packages could be used, but different modeling problems could be used which highlight different strategies (or the failure to fully develop one). Another approach would be to use students at varying levels of experience with their initial package before trying the new package. All of these approaches would expand on the understanding of how students form a mental model of how constraint-based modelers function and how to apply them to engineering and design tasks.
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